**Academia de Studii Economice din București**

**Facultatea de Cibernetică, Statistică si Informatică Economică**

**CALITATE SI TESTARE SOFTWARE**

Coordonator științific:

Conf. univ. dr. Catalin BOJA

Student:

Alexandru NISTOR

**Bucureşti**

**2015**

**CUPRINS**

*Capitolul 1.* **Definirea si detalierea pattern-urilor utilizate....................................................... 3**

*Capitolul 2.* **Definirea si detalierea metodelor testate prin Unit Testing ................................. 4**

*Capitolul 3 .* **Definirea si descrierea Test Case-urilor ............................................................... 5**

*Capitolul 4 .* **Definirea si descrierea Test Suite-urilor ............................................................... 6**

*Capitolul 5 .* **Descrierea sumara a functiilor aplicatiei cu referire la pattern-uri si la metodele testate ...................................................................................................... 7**

*Bibliografie* ..................................................................................................................................16

**CAPITOLUL 1**

**Definirea si detalierea pattern-urilor utilizate**

**Acest proiect este construit in vederea gestiunii unui restaurant. In restaurant lucreaza angajati ce au diferite functii. Pentru o buna intelegere a ierarhiei angajatilor am decis sa utilizez ca si pattern, *composite.*** Astfel codul este simplu de scris deoarece angajatii din ierarhie ii voi trata unitar.
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Ulterior am decis sa adaug anumite atribute (calitati) angajatilor pentru ca fiecare dintre acestia sa stie ce indatoriri au in restaurant. Pentru acest lucru am decis sa folosesc ***builder****.* Astfel pot seta anumite sarcini pentru fiecare angajat (sa conduca invitatii la masa cand acestia sosec in restaurant, sa aduca nota de plata la sfarsitul mesei, sa curete masa dupa ce invitatii au plecat, etc).
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Tot pentru o mai buna gestiune a restaurantului si pentru ca managerul sa stie pe ce oameni se poate baza si in ce moment am aplicat pattern-ul ***factory*** pentru a crea angajati cu disponibilitate de munca de 8 si 4 ore astfel incat, in cazul in care in restaurant au loc evenimente private si mai este nevoie de oameni pentru a gestiona activitatea, managerul sa trimita mesaj catre angajatii care nu sunt in acea tura, pentru a-i anunta ca are nevoie de ei pentru a servi la mese sau pentru a prepara mancarea.

![C:\Users\Andy\Desktop\Print3.png](data:image/png;base64,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)

**CAPITOLUL 2**

**Definirea si detalierea metodelor testate prin Unit Testing**

Am considerat ca, daca restaurantul are clienti, pe viitor va fi nevoie de mai mai multi angajati astfel incat am luat in calcul ca la angajare acestia trebuie sa comunice *numarul de telefon* (la care pot fi deranjati in caz ca are loc un eveniment privat), *codul numeric personal* si o *adresa de e-mail*.

Prima data am testat functia *isCorrectCNP* din clasa *Angajat* din pachetul *Patterns.*

Am luat in calcul ca prima cifra sa fie 1, 2, 5, 6 pentru ca testele sa treaca si ca numarul de cifre din cod sa nu fie diferit de 13.

Functia isCorrectNrTel din clasa *Angajat* din pachetul *Patterns* testeaza daca numarul de telefon are formatul corect: numarul de telefon sa aiba 10 cifre, sa inceapa de fiecare data cu 0 si sa nu contina litere in componenta sa.

Functia isCorrectEmail se gaseste tot in clasa Angajat din pachetul Patterns si testeaza formatul adresei de e-mail. Pentru aceasta functie m-am folosit de: StringTokenizer; regex.Matcher, regex.Pattern pentru a delimita prin punct si pentru a verifica un string daca este de forma pattern-ului definit.

Functiile de marire si de taiere salariu se aplica in anumite conditii, care daca nu sunt indeplinite se arunca exceptiile definite in program.

Functia de marire salariu se aplica daca angajatul nu a ajuns la pragul de 3000 de lei, in caz contrar, acestuia ii putem mari salariul cu 1 milion. Functia de taiere salariu se aplica pana cand angajatul ajunge la pragul de 600 de lei salariul. Aceste functii se gasesc tot in clasa *Angajat*  iar in test case am testat atat pentru valori normale cat si pentru valori mai mari sau mai mici (dupa caz).

La angajare am considerat ca fiecare angajat ar trebui adaugat intr-un departament. In aceasta privinta in clasa *Departament* din pachetul *Patterns* mi-am definit o lista de angajati in care am implementat metodele de adaugare, stergere si cautare. Aceste metode sunt testate in test case-ul *TestLista* din pachetul *Tests*.

Atat timp cat exista angajati in firma, trebuie platiti si am creat clasa cont bancar ce reprezinta un cont in care angajatul primeste banii si ii poate retrage. In aceasta clasa am creat metodele *setUp* si *tearDown* si am testat functiile de primire si retragere.

**CAPITOLUL 3**

**Definirea si descrierea Test Case-urilor**

Toate test case-urile se pot regasi in program in pachetul *Tests*.

In Test Case-ul *TestCNP* am testat functia de verificare a formatului de cod. Am testat atat pentru valori normale cat si pentru valori aberante (cu litere, CNP cu mai multe sau cu mai putine caractere). Tot in acest Test Case am utilizat date de test preluate din fisier.

In Test Case-ul *TestNrTelefon* am testat functia de verificare a formatului numarului de telefon. Testul consta in faptul de a verifica functia daca returneaza *true* atunci cand valorile sunt bune sau *false* cand sunt gresite. Am verificat pentru un numar corect, pentru numar cu mai multe si mai putine caractere, pentru numar cu litere in componenta si numar „format doar din litere” etc.

In Test Case-ul *TestEmail* am testat functia de verificare a formatului adresei de e-mail. Mi-am definit un pattern si am verificat daca ce stringul dat de mine e conform cu patternu-ul definit. Astfel am verificat pentru adrese de e-mail cu doua caractere „@”, cu doua „ .com”, cu alt caracter dupa „@” in afara de „ . ” , cu adresa fara domeniu etc.

In Test Case-ul *TestMarireTaiereSalariu* am testat functiile de marire si de taiere a salariului unui angajat. Am testat atat pentru valori normale cat si pentru exceptii cum ar fi: daca angajatul ajunge la un prag de 3000 de lei nu i se mai poate mari salariul iar daca ajunge la pragul de 600 de lei nu i se mai poate miscora salariul, managerul fiind nevoit sa il dea afara de le locul de munca.

In Test Case-ul *TestContBancar* am testat functiile de adaugare bani in cont si de retragere iar in *TestLista* am verificat functiile de inserare, stergere si cautare intr-o lista.

In Test Case-ul *TestMock* testam un obiect de tip Angajat. Un obiect mock este un inlocuitor al obiectului real si e un testing pattern.

**CAPITOLUL 4**

**Definirea si descrierea Test Suite-urilor**

O suita de teste este o colectie de cazuri de testare, cazuri care sunt destinate a fi utilizate pentru a testa un program software pentru a demonstra ca are un anumit set specific de comportamente.

La fel ca la seminar, am decis sa creez doua Test Suite-uri (suite de teste), unul cu toate Test Case-urile si altul cu unele teste alese de mine.

Astfel in pachetul *Tests* gasim testul *TestSuiteAllTest* in care se afla toate testele din program iar in *TestSuiteSomeTests* avem selectate doar anumite Test Case-uri.

**CAPITOLUL 5**

**Descrierea sumara a functiilor aplicatiei cu referire la pattern-uri si la metodele testate**

Despre metodele testate in Test Case-uri am vorbit in capitolele 2 si 3.

Referitor la functiile aplicate pentru realizarea pattern-urilor le voi explica pe rand.

**COMPOSITE**

**-** Am construit o lista de angajati pe care am implementat doua operatii: de adaugare si de eliminare plus o functie care sa imi intoarca lista de angajati. In clasa de *Test* care contine si void main() imi creez angajati cu diferite functii dupa care stabilesc ierarhia.

**BUILDER**

**-** Am creat clasa *AtributiiAngajat* in care mi-am definit un constructor fara parametrii si gett-eri si sett-eri pentru atributele din clasa.

- In clasa *AtributiiAngajatBuilder* am creat un obiect de tipul clasei *AtributiiAngajat* si am creat sett-eri pentru a seta „calitatile” fiecarui angajat

- Am creat interfata *IAtributiiAngajatBuilder* in care am definit metoda build() pentru ca in void main dupa ce stabilesc „calitatile” angajatilor sa imi construiasca un obiect de tip *AtributiiAngajat* cu acele „calitati” setate de mine.

**FACTORY**

- Am creat o interfata *IAngajat* cu functia *oreSuplimentare*().

- Am facut un *enum* in care am declarat e angajatii cu 4 si 8 ore.

- In clasele *AngajatCu4Ore* si *AngajatCu8Ore* am definit un constructor si metoda *oreSuplimentare*() care trebuie implementata deoarece clasele extind clasa Angajat.

- In clasa *AngajatFactory* am facut o functie care imi intoarce un angajat in functie de tipul acestuia (daca lucreaza 4 sau 8 ore).

- In *void* *main*() imi creez un *AngajatFactory* dupa care doi angajati de tip *Angajat* care ii voi egala cu angajatul de tip *AngajatFactory* si voi accesa *getAngajat* care va lua ca parametru un an angajat cu 4 sau 8 ore.
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